
Full Terms & Conditions of access and use can be found at
https://www.tandfonline.com/action/journalInformation?journalCode=nile20

Interactive Learning Environments

ISSN: 1049-4820 (Print) 1744-5191 (Online) Journal homepage: https://www.tandfonline.com/loi/nile20

Computational thinking and mathematics using
Scratch: an experiment with sixth-grade students

José Antonio Rodríguez-Martínez, José Antonio González-Calero & José
Manuel Sáez-López

To cite this article: José Antonio Rodríguez-Martínez, José Antonio González-Calero & José
Manuel Sáez-López (2020) Computational thinking and mathematics using Scratch: an
experiment with sixth-grade students, Interactive Learning Environments, 28:3, 316-327, DOI:
10.1080/10494820.2019.1612448

To link to this article:  https://doi.org/10.1080/10494820.2019.1612448

Published online: 02 May 2019.

Submit your article to this journal 

Article views: 4038

View related articles 

View Crossmark data

Citing articles: 50 View citing articles 

https://www.tandfonline.com/action/journalInformation?journalCode=nile20
https://www.tandfonline.com/loi/nile20
https://www.tandfonline.com/action/showCitFormats?doi=10.1080/10494820.2019.1612448
https://doi.org/10.1080/10494820.2019.1612448
https://www.tandfonline.com/action/authorSubmission?journalCode=nile20&show=instructions
https://www.tandfonline.com/action/authorSubmission?journalCode=nile20&show=instructions
https://www.tandfonline.com/doi/mlt/10.1080/10494820.2019.1612448
https://www.tandfonline.com/doi/mlt/10.1080/10494820.2019.1612448
http://crossmark.crossref.org/dialog/?doi=10.1080/10494820.2019.1612448&domain=pdf&date_stamp=2019-05-02
http://crossmark.crossref.org/dialog/?doi=10.1080/10494820.2019.1612448&domain=pdf&date_stamp=2019-05-02
https://www.tandfonline.com/doi/citedby/10.1080/10494820.2019.1612448#tabModule
https://www.tandfonline.com/doi/citedby/10.1080/10494820.2019.1612448#tabModule


Computational thinking and mathematics using Scratch: an
experiment with sixth-grade students
José Antonio Rodríguez-Martínez a, José Antonio González-Calero a and
José Manuel Sáez-López b

aDepartment of Mathematics, School of Education of Albacete (Edificio Simón Abril), University of Castilla-La Mancha,
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ABSTRACT
The potential benefits from the introduction of programming
environments such as Scratch for learning mathematics has reactivated
research in this area. Nonetheless, there are few studies which attempt
to analyse their influence at the stage of Primary Education. We present
the results of a quasi-experimental piece of research with sixth-grade
students which studies the influence of Scratch both on the acquisition
of mathematical concepts, and on the development of computational
thinking. The experiment consisted of two different phases, a
programming phase linked to the instruction in Scratch and focused on
the acquisition of basic concepts of computational thinking (sequences,
iterations, conditionals, and events-handling), and a mathematical phase
completely oriented towards the resolution of mathematical tasks. In
particular, the mathematical phase focused on word problems whose
resolution involves the use of the least common multiple and the
greatest common divisor. In order to evaluate the aims of the study,
results from tests before and after instruction, both in computational
thinking and in the mathematical standards, were compared. The results
seem to indicate that Scratch can be used to develop both students’
mathematical ideas and computational thinking.
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Nowadays, society demands citizens with extensive technological knowledge in areas that evolve at a
great rate. Consequently, there is no doubt that technological knowledge and skills will become a
fundamental element in the future promotion and development of current students’ careers.
Additionally, technology has also produced new ways of relating, communicating, learning and
working (Cabero & Llorente, 2010). The introduction of programming languages is essential for the
complete acquisition of digital competence and the appropriate use of information and communi-
cation technology (hereinafter, ICT) by our children (Maloney, Peppler, Kafai, Resnick, & Rusk, 2008).

Although programming languages are currently more accessible to elementary students than the
earliest languages were, other issues need to be overcome to fully exploit their pedagogical capabili-
ties. For instance, a common error consists of designing programming activities highly disconnected
from the students’ real-life context, hence, they are not found motivating (Resnick et al., 2009). These
disadvantages, in addition to technical limitations over past decades, have eclipsed the didactic
potential that the field of programming may promote during early educational stages (Garneli &
Chorianopoulos, 2018). In this context, the present work aims to study the effect of programming
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activities on both the development of sixth-grade students’ computational thinking and mathemat-
ical learning.

Antecedents

On computational thinking

Wing (2008) predicted that by the middle of this century computational thinking (hereinafter, CT)
would be critical in students’ upcoming competences. Although CT is a concept currently in
vogue, the idea of developing CT in K-12 education was first introduced by Papert (1980). Basically,
CT implies the recognition of the computational aspects of the world, and the use of tools and tech-
niques of Computer Science, for the understanding of both natural and artificial processes and
systems (Furber, 2012). More specifically, CT is defined as the ability to solve problems, to design
systems and to understand human behaviour based on different computer concepts and processes
(Wing, 2008). DiSessa (2000) underlined one of the most important perspectives on CT when arguing
that it can be seen as a new form of literacy with the potential of be pervasive across different sub-
jects, contexts, and domains (Weintrop et al., 2016).

In order to constitute a useful operational framework, there is a need to delimit the constituent
components of CT. Although, as Wing (2008) suggests, CT is more complex than programming, pro-
gramming requires the use of CT and is often employed to reach it (Lye & Koh, 2014). Thus, Román-
González, Pérez-González, and Jiménez-Fernández (2017) considered the fundamental concepts of
computing, and the logic-syntax of programming, with the aim of assessing students’ acquisition
of computational thinking. As a result, different computational concepts were taken into account:
basic sequences, loops, iteration, conditionals, functions and variables.

The emergence and lack of maturity of the field of CT may lead to an even more delicate ambi-
guity when looking at areas of education. Thus, teachers are usually unfamiliar with CT and, as a
result, are not able to find connections between educational curricula and CT (Shute, Sun, &
Asbell-Clarke, 2017). This fact leads to little consensus on how CT should be integrated into edu-
cational processes. As a consequence, different visions are translated into a set of unplanned
actions and policies that make the development of CT extremely difficult (Lye & Koh, 2014).
Besides, the absence of a standard definition of the use of CT leads to research studies where
measurements vary greatly across each piece of research, which makes the results less appropriate
and certainly extremely difficult to compare (Shute et al., 2017).

Regardless of the difficulties of properly integrating CT into teaching sequences, different studies
have produced evidence of the beneficial results that the learning of computational concepts may
entail (e.g. Garneli & Chorianopoulos, 2018; Lye & Koh, 2014). So, the acquisition of CT is associated
with an improvement in the ability to reason and solve everyday problems related to practically all
areas of learning (Chen et al., 2017). In addition, Wing (2014) highlights the educational benefits of
being able to think computationally due to the use of abstractions and reasoning skills, which
enhance and reinforce intellectual abilities and, therefore, are transferable to different domains.
Each element within CT, such as loops, conditionals or algorithmic development may be related to
the student’s effectiveness in solving any typology of problem (Chao, 2016). In a study with nine-
year-old students, Mannila et al. (2014) found an association between the completion of activities
aimed at developing students’ CT and a relevant improvement in the participants’ ability to divide
a problem into easier steps, or sub-problems, or the ability to create algorithms with an increasing
level of abstraction. However, these authors stressed the need to include programming activities
in the classroom on a daily basis for better assimilation. Different authors (e.g. Garneli & Chorianopou-
los, 2018; Lye & Koh, 2014) think that it is necessary to develop new studies aimed at analysing how
recent methodologies can promote CT in different traditional areas within student classrooms. In this
regard, mathematics instruction seems a promising field since understanding of mathematic con-
cepts are particularly prone to be enhanced using CT (Hickmott, Prieto-Rodriguez, & Holmes,
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2018). However, these authors claim that currently there is a lack of empirical studies designed to
include specific practices for K-12 that explicitly connect CT and the learning of mathematics.

Programming languages for teaching in K-12

The first programming language used with educational aims at elementary levels was LOGO (Feur-
zeig, Papert, & Lawler, 2011). Papert (1990) believed that the use of LOGO would help students to
develop their understanding since he considered this programming language as “an instrument
designed to help change the way you talk about and think about mathematics and writing and
the relationship between them”. However, although it is important to underline the existence of a
large amount of research (Bar-On, 1986; Howe, Ross, Johnson, Plane, & Inglis, 1982; Layman & Hall,
1988; Pea, Kurland, & Hawkins, 1985) that indicates eventual pedagogical advantages derived from
the use of LOGO, most of the systematic studies was conducted exclusively with high school stu-
dents. In turn, Buitrago Flórez et al. (2017) point out that skills related to CT must be taught not
just at secondary and upper education levels, but from the elementary stages in order to initiate
the cognitive development of students at an earlier age.

After LOGO’s appearance, a large number of programming languages, many modelled after
seminal LOGO, started to emerge with the aim of introducing coding activities into teaching settings
in K-12 education. Regarding mathematical instruction in elementary levels, different environments
have been employed to study the eventual impact of programming activities on mathematical learn-
ing. Thus, for example, a Logo-like programming environment has been successfully used with kin-
dergarten students to work problem solving strategies and different mathematical skills related to
numbers and geometry (Fessakis, Gouli, & Mavroudi, 2013), or an animated programming world,
ToonTalk, has proved to be effective to work deep mathematical ideas with young students (Kahn,
Sendova, Sacristán, & Noss, 2011). Among these environments, Scratch stands out as one of the
most popular and studied programming languages. It was created to help young people learn to
think creatively, reason systematically and work collaboratively (Brennan, Balch, & Chung, 2014).
Scratch provides a visual programming tool that lets pupils create programmes by manipulating
sequence elements graphically, rather than by coding them textually. This kind of language helps
younger students work more easily and focus on activities. Related to this, Funke, Geldreich, and Hub-
wieser (2017) carried out a study with fourth-grade students and observed that all the participants
were able to learn basic programming using Scratch in just three days.

Several studies point to the benefit in the development of mathematical thinking as a result of
working with Scratch (Calao, Moreno-León, Correa, & Robles, 2015; Calder, 2010; Marmolejo &
Campos, 2013). According to de Morais, Basso, and Fagundes (2017), CT is a field which is especially
appropriate to foster students’ mathematical learning due to the overlapping between both
domains. In addition, the Scratch coding environment may encourage young students to seek new
representations of mathematical ideas and relationships (Hughes, Gadanidis, & Yiu, 2017). Besides,
mathematical activities with Scratch allow teachers to adapt their teaching style to the students’ indi-
vidual characteristics and, at the same time, to deal not only with mathematical knowledge but also
with CT (Benton, Hoyles, Kalas, & Noss, 2017). In the same way, Calder (2010) describes how students
improved mathematical competence during the construction of applications in Scratch. In particular,
the use of Scratch promoted the use of critical, meta-cognitive and reflexive skills, which are closely
related to mathematics.

According to the above, it should be pointed out that although some studies offer evidence in
support of the use of programming activities when teaching mathematics, there is a scarcity of
works that, up to now, have addressed how these activities affect learning in specific areas of math-
ematics. Regarding this, the present work focuses on mathematical concepts whose, to the best of
our knowledge, learning has not previously been addressed by means of programming activities
in a visual language. In particular, concerning the field of mathematics, this work focuses on the div-
isibility concepts of the greatest common divisor (GCD) and the least common multiple (LCM), and

318 J. A. RODRÍGUEZ ET AL.



the use of these concepts in solving word problems. Problem solving in situations that involve the use
of GCD and LCM is one of the mathematical topics at elementary levels where students find the most
difficulties (Bintaş & Çamlı, 2009). Indeed, several studies underline the relevance of these difficulties,
and point to the fact that even pre-service elementary teachers do not have a good understanding of
these concepts (Brown, Thomas, & Tolias, 2002; Gutiérrez-Gutiérrez, Gómez Guzmán, & Rico Romero,
2015; Noblet, 2013).

Objectives

The main aim of this study is to evaluate the potential of programming activities with Scratch to foster
sixth-grade students’ acquisition of mathematical ideas and CT. Specifically, to address this objective
we try to answer the following research questions:

RQ1. Does explicit teaching of computational concepts in a Scratch environment during mathematical instruction
have a significant effect on sixth-grade students’ computational thinking?

RQ2. Does the use of a programming language during mathematical instruction have a significant effect on the
mastery of sixth grade students in the resolution of problems that involve the use of GCD and LCM?

Method

Participants

We performed a between-groups teaching intervention with 47 students from two Primary Education
sixth grade classes from an urban public school in the region of Castilla-La Mancha (Spain). Each class
constituted a different condition in the study (either experimental or control). The experimental
group and the control group were composed of 24 students (10 boys and 14 girls) and 23 students
(9 boys and 14 girls), respectively. There was no evidence that the students had previous training in
programming activities.

Research design

The study is based on a quasi-experimental design that consisted of two phases for both the exper-
imental and the control group (EG and CG, respectively) (Figure 1). The first stage, called the program-
ming phase, was a teaching sequence aimed at providing students with the basic knowledge and
skills needed to create programmes using Scratch. This phase was composed of five sessions
(60 min each) and was completed by both the EG and the CG. It was designed to explicitly work
different computational concepts, namely: (i) sequences (the sequence structure of instructions
that should be followed to complete a goal); (ii) iteration or loop (the control structure that makes
it possible to repeat one or more sequences multiple times), (iii) event handling (instructions that

Figure 1. Phases of the experiment.
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makes it possible to interact with objects in the programme environment); and, (iv) conditionals
(instructions that either perform an action or not, according to a condition). Although programming
consists of more computational concepts, some of them, such as functions and variables, were not
explicitly considered in this study because these elements are more appropriate for secondary stu-
dents. Indeed, the choice of the computational concepts addressed in this study, which can be
seen as basic elements of CT, is based on the work of Román-González et al. (2017). These authors
underline that these concepts are aligned with some of the CT framework (Brennan & Resnick,
2012) and with standards for students in grades 6–9 from the CSTA Computer Science Standards
(Seehorn et al., 2011).

Additionally, a second phase, called themathematics phase, focused on the teaching of mathemat-
ical learning standards using Scratch as a pedagogical tool. In particular, students completed three
sessions of 60 min aimed at working a mathematical learning standard from the sixth-grade
Spanish curriculum: calculate the least common multiple (LCM) and the greatest common divisor
(GCD), and solve problems involving these concepts. As opposed to the first phase, different con-
ditions were encountered by the CG and the EG during the second stage. While the EG used
Scratch as a tool to solve the different tasks proposed, the CG worked in a classic paper-and-pencil
environment. All the sessions were held once a week.

Before the programming phase, both groups completed a pre-test in order to assess their level in the
field of computational thinking before any intervention. Likewise, at the beginning of themathematics
phase, they also completed a pre-test in which the students’mathematical level in relation to the learn-
ing standard addressed in the study was measured. All the tests carried out in this study lasted 60 min
and were conducted at the same time in both groups. At the end of the second phase, both groups of
students completed twopost-testswith the aimof assessing the student’s level in computational think-
ing and the acquisition of the mathematics learning standards, respectively. The comparison between
pre- and post-tests will allow us to analyse to what extent the acquisition of computational concepts of
CT and mathematical knowledge evolved for each experimental condition.

Instruments

Computational thinking test

The Computational Thinking Test (CTT) was composed of ten items aimed at evaluating four compu-
tational concepts: sequences, iterations or loops, handling of events and conditional sentences. The
test was based on the instrument proposed in Román-González et al. (2017), where a computational
thinking test aimed at 5th to 10th grades is provided. The specific structure within the questionnaire
responds to a less-to-greater difficulty ordering according to the computational concepts previously
presented. In each item, the different answers are presented through a set of symbols which must be
associated with a succession of visual orders in the exercise (e.g. see Figures 2 and 3).

Table 1 lists the different items used in the questionnaire organised according to the main com-
putational concept of CT addressed. Every item involves at least one of the computational concepts
previously mentioned, although due to the nature of these concepts the combined use of elements is
usually necessary as the difficulty increases. The post-test used to measure the students’ level of
acquisition of CT (CTTpost) is a version of the pre-test (CTTpre) with the same number of items, but
with some variations in the items used with the objective of exactly measuring the same objectives.
Both tests related to computational thinking (CTTpre and CTTpost) were designed as online question-
naires and, as a result, participants completed them in the computer classroom.

Mathematical knowledge test

The second instrument, the Mathematical Knowledge Test (MKT), used in the experiment was a test
designed with the aim of evaluating the selected mathematics learning standard. As in the case of
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CT, two versions of the same test with the same structure and features were employed for the pre-test
(MKTpre) and the post-test (MKTpost), respectively. The test was made up of four items, taken from a
specific instrument employed in González-Calero, Martínez, and Sotos (2016). Each item is assessed,
depending on the degree of acceptance of the questionnaire. In Table 2, a brief justification of each
item is presented, together with its literal statement.

Procedure

As we said earlier, during the programming phase the sessions were focused on the Scratch environ-
ment. The design aimed to address the computational concepts and, in turn, offer basic instruction

Figure 2. Example – Item from CTT (Sequences).

Figure 3. Example – Item from CTT (Iterations).

Table 1. Computational concepts in computational thinking test.

Item Computational concepts involved Computational concept evaluated

1 Sequences Sequences
2 Sequences Sequences
3 Sequences /Event handling Event handling
4 Loops/Event handling Event handling
5 Sequences / Loops Loops
6 Loops Loops
7 Conditional/ Event handling Conditional
8 Sequences/Conditional/Event handling Conditional
9 Sequences/ Event handling / Loops Loops
10 Sequences /Iteration /Conditional Conditional
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that allowed students to use Scratch as a tool to solve mathematical problems. After a first session
aimed at the students becoming familiar with the Scratch environment, each session was devoted
to specifically working each of the computational concepts. Furthermore, following the recommen-
dations of Brennan et al. (2014), each session was organised in two different periods: firstly, where
group activities were carried out, and in which the component of the computational thinking in ques-
tion was introduced in tasks where Scratch was not yet used. After this, a second part was developed,
where the concept was transferred to activities with Scratch. Additionally, this design is aligned with
suggestions presented in Benton et al. (2017), who support activities in which the students them-
selves play the role of a programming object as this constitutes an adequate basis to later identify
actions in the programming language. For example, in one of the activities the group was divided
into pairs and one of the members watched a video showing a dance. Then, this student, using
just a sequence of words, instructed his/her partner to do the dance. This type of activity works as
a bridge to help students understand and assimilate computational concepts and to practice them
more easily than in a real programming environment.

In the mathematics phase, the EG used Scratch to solve word problems. In particular, students
worked in pairs using a computer. It was decided to group the students this way in order to facilitate
student interactions and discussions concerning the solution to the different problems. Each pair was
asked to develop a Scratch project in which they had to solve a problem related to GCD and LCM. At
the beginning of the first session, the teacher (one of the authors) showed different examples of how
the situations depicted in the word problems may be modelled using Scratch (e.g. see Figure 4). Some
of the instructions (set of blocks) used in the example projects were highlighted; for instance, the
different use of control blocks (loops and conditionals) or a sequence order that students should
use in their projects. Different recommendations were made, such as the possibility of copying
parts of the blocks that were already developed in all the previous exercises. After presenting
these examples, each pair of students was given a list of word problems, completely different
from the examples used in the programming phase, and were asked to use Scratch to solve them.
In particular, they were asked to code a programme for each problem that could be of use in
order to find the solution.

On the other hand, the CG worked on exactly the same problems as the EG, but using a traditional
approach in a paper-and-pencil setting. In order not to introduce differences between conditions, stu-
dents were also grouped in pairs in the CG, and they were invited to discuss their solutions with their
partners. In addition, the same examples presented in the EG were also offered at the beginning of
each session to the CG as an example of models that can be employed to represent these mathemat-
ical situations. As students in the EG had to code a programme for each problem, the pace of solving
problems was slower in comparison to the CG. In fact, while students from the EG completed three

Table 2. Classification and description of items of MKT.

Item Description Statement

1 Word problem whose solution implies calculating the
greatest common divisor. The word maximum is used in
the statement.

Two ropes, 18 and 24 cm long, respectively, must to be cut
into equal pieces. Find out the maximum length of these
pieces.

2 Word problem whose solution implies calculating the
greatest common divisor. The word minimum is used in
the statement.

We have two wires, one 42 m long and the other 35 m long. If
we want to cut them into the minimum number of equal
pieces, what will be the length of the pieces?

3 Word problem whose solution implies calculating the least
common multiple. The word maximum is used in the
statement.

Philip and Albert study at UCLM, and coincide from time to
time in some classes, practical classes, etc. In addition,
whatever happens, Philip goes to the cafeteria every 18
days and Albert every 15. If today they coincide at the
cafeteria, work out the maximum number of days it would
take for them to meet again.

4 Word problem whose solution implies calculating the least
common multiple. The word minimum is used in the
statement.

One beacon flashes its light every 12 s, and another one every
18 s. If they have just flashed simultaneously, find out what
the minimum time to flash together again will be.
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problems (one per session) in this phase, participants from the CG solved six problems (two per
session).

In relation to mathematical knowledge, the only feedback that students from both the CG and EG
were given is that, at the end of each session, they were informed about the numerical result of each
problem so that they could check if they had solved them properly.

Results

RQ1. Computational thinking

In order to test the first aim of the study, differences between CTTpre and CTTpost are compared. On
both tests, correct answers were given a score of 1, and incorrect ones 0. Finally, each student was
assigned a global score on each test as a result of adding the scores for each question. Before analys-
ing eventual gains on students’ computational thinking during the intervention, an independent t-
test was employed to assure that the students’ prior level in computational thinking between con-
ditions was homogenous. Both groups scored no significantly different in the CTTpre (t(44.04) =
−0.92, p = .3612, r = 0.14). After checking that both groups were initially comparable, a paired-
sample t-test was conducted to examine if there were significant differences in the CTT before
and after the intervention. Prior to conducting the analysis, we checked that the assumptions for
parametric tests were satisfied. On average, students showed better results in the CTTpost (M =
7.15, SD = 1.93) than in the CTTpre (M = 4.68, SD = 1.78), t(46) =−6.23, p < .001, r = .68).

At the same time, students from CG showed similar gains in their computational thinking between
pre-test and post-test (M = 2.48, SD = 0.63) compared to students from EG (M = 2.46, SD = 0.51). An
independent t-test confirmed the absence of statistically significant differences between groups (t
(42.77) = 0.02, p = .9804, r = .004).

The assumptions for parametric tests were not fulfilled when studying gains between CTTpre and
CTTpost for each computational concept. Consequently, we used a non-parametric test, the Wilcoxon
signed-rank test. Results showed statistical differences after the intervention for all the components:
sequences (p = .0007, r = 0.35), loops (p = .0285, r = 0.23), conditionals (p < .001, r = 0.41) and events-
handling (p < .001, r = 0.37).

Regarding RQ1, the results seem to indicate a significant effect of explicit instruction in compu-
tational concepts on the level of the participants’ computational thinking. In addition, no differences
in CT were detected between the EG and CG, despite the fact that participants in the EG worked with
Scratch during the mathematics phase, while students in the CG just worked in a paper-and-pencil
environment.

Figure 4. Screenshot of a word problem modelled using Scratch.
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RQ2. Mathematical knowledge

As in the case of the CTT, each student was assigned a global score in the MKTpre and MKTpost as a
result of adding the scores for each question. Similarly, completely correct solutions were scored as 1,
and incorrect ones 0. Since the assumption of normality was not satisfied, a non-parametric test, the
Wilcoxon rank-sum test, was used to analyse the students’ prior level in the mathematical learning
standard within the scope of the study. No statistical differences were observed between both
groups in the MKTpre (W = 285.5, p = .8349, r = .03).

Again, since assumptions for parametric tests were not fulfilled, Wilcoxon signed-ranked tests
were conducted to examine if there were differences in the students’ mathematical performance
before and after the intervention. No significant differences were shown in the CG between
MKTpre (M = 1.96, SD = 1.07) and MKTpost (M = 2.43, SD = 1.44), although it did represent a medium-
sized effect (p = .0522, r = 0.29). On the other hand, the tests revealed a significant improvement in
the EG between MKTpre (M = 1.92, SD = 1.44) and MKTpost (M = 2.54, SD = 1.22), but also with a
medium-sized effect (p = .0224, r = 0.33).

With regard to RQ2, the data gathered reveals a relevant improvement in the sixth-grade students’
proficiency in solving word problems related to LCM and GCF after completing programming activi-
ties with Scratch. Although the differences between MKTpre and MKTpost are only statistically signifi-
cant in the EG, the comparisons of the effect sizes reveal that learning gains between both conditions
are very similar. As a result, although students from the EG solved a lower number of problems than
students from the CG during the intervention, we can affirm that the use of Scratch does not produce
a negative effect on the students’ learning of the mathematical concepts addressed in the present
work in comparison with students instructed using a traditional approach.

Conclusions

The main objective of this piece of research was to analyse the potential of programming activities
using Scratch for both the learning of mathematical ideas and the acquisition of computational think-
ing (CT) in sixth-grade students. First, our results make it clear that the students’ prior experience with
CT was scarce. This fact indicates that the development of computational concepts does not inciden-
tally take place over the elementary education stage. On the contrary, it may be an indicator that
explicit instruction is necessary in order to develop basic computational concepts. As a consequence,
modifications should be introduced to official curricula to appropriately tackle the question of CT,
which is considered to be a critical skill for citizens in future years (Wing, 2008). Related to this,
our results underline the effectiveness of specific instruction in developing computational concepts.
In particular, after just five sessions a significant increase in the students’ level of CT was detected,
whose effect size, according to Cohen (1988), may be considered as very large.

Concerning the students’ proficiency in solving word problems related to the concepts of LCM
and GCD, a statistically significant improvement has been detected in the participants who solved
problems using Scratch, while no significant differences occurred in the control group. Besides this
fact, a more detailed analysis shows that gains in both conditions, although slightly higher for the
experimental group, may be classified as medium-sized. Although previous studies underlined the
benefits of programming activities with Scratch in the field of problem-solving (e.g. Benton et al.,
2017; Calao et al., 2015; Calder, 2010), our results do not indicate a substantial improvement in com-
parison with a more traditional approach. However, our data seems to confirm that no detrimental
effects are produced due to the teaching of problem solving through Scratch. This fact opens the
door to cross-disciplinary approaches in which computational and mathematical concepts can be
addressed simultaneously.

There are some limitations that can lead us to recommending future studies. First, the work
addresses a specific typology of word problems, and the duration of the mathematical phase is
short. Supported by our results, longitudinal research could be designed to deal with concepts
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and skills from other mathematical areas (e.g. geometry or algebra). In addition, this study was not
designed to analyse other interesting variables, such as the students’ attitude towards mathematics
or the student’s engagement over time. However, longitudinal studies with a larger sample could
investigate such variables to further enrich research and practice. Similarly, it should be underlined
that the present work has evaluated the sixth-grade students’ acquisition of a specific subset of
basic computational concepts. Nonetheless, other computational concepts, such as operators and
expressions, have not formally included in this study. Additional proposals and research studies
are necessary to evaluate the learning of more abstract computational concepts by Primary school
students.
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